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# Introduction

This short paper presents an overview of forward secrecy (FS) in two parts. The first part describes the background and motivation for FS; and the second describes how to use FS in Java applications using the Java Secure Sockets Extensions (JSSE).

This document is designed for readers that have a little limited understanding of security, and need or want to increase their understanding. Such people, like myself, find themselves frequently confused or frustrated by the many use of interchangeable or non-intuitive terms or use of mathematical vocabularies that use unfamiliar words for very simple ideas.

Forward Secrecy is sometimes referred to as *Perfect* Forward Secrecy. Several cryptographers have recommended against include the word “perfect” because it gives a false impression that there will never be a weakness or imperfection in this technique. Therefore, this paper refers to Forward Secrecy only.

# Problem Statement

Modern web browsers and applications commonly use the TLS[[1]](#footnote-1) protocol to ensure that communication between systems over a network is *secure*. Makingcommunication secure has many different aspects, such as authentication, non-repudiation, integrity, confidentiality and so on. FS is primary concerned with confidentiality; i.e. preventing any unwanted disclosure of information.

## Bob, Alice and Eve

We’ll refers to the standard[[2]](#footnote-2) actors Alice, Bob and Eve to describe the interactions between parties involved in the communication.

Alice wants to have a series of conversations, that is exchange electronic messages, with Bob. Alice and Bob want all the conversations between them to be private (a type of confidentiality). More specifically, no-one apart from Alice and Bob should ever be able to discover the contents of their conversations.

Eve is Alice and Bob’s antagonist, an eaves-dropper who listens in on the conversation between Alice and Bob. If Alice and Bob communicate with each other over the Internet, then Eve could be anywhere on the Internet where network traffic between Alice’s browser and Bob’s server flows.

Therefore, in order for Alice and Bob’s conversation to be private, it needs to be encrypted in such a way that only Bob can understand what Alice is saying (and vice versa). This is pretty much the only way to do it if Alice and Bob are communicating in a public forum such as the Internet. The bits and bytes of data that makes up the conversation are encrypted so it cannot be read by anyone other than Bob or Alice.

### Encryption using Symmetric and Asymmetric Keys

Encryption and decryption is typically done with keys, which are simply numbers which are applied to mathematical functions to either encrypt or decrypt data.

Depending on the mathematical function, keys are generally either symmetric or asymmetric:

1. Symmetric[[3]](#footnote-3) encryption is where Alice and Bob share a secret key. The same key is used to encrypt messages as is used to decrypt messages. Exactly like a standard lock you have on a door. Alice and Bob can use the same key to lock or unlock the door.
2. Asymmetric encryption[[4]](#footnote-4) is slightly more complicated. There are two keys, referred to as a key pair. Anything encrypted by one key can be decrypted by the other key. However, given one key, it is very difficult to work out what the other key is.

The biggest application of asymmetric encryption techniques is Public Key cryptography. Public key cryptography simply states that one of the keys is public (i.e. shared to anyone who wants it), and the other is private. This, of course limits private communication to a single direction, because if you encrypt with the *private* key then anyone with the *public* key (which should be everyone) can decrypt it.

A real world analogy would be using a padlock. Bob has a padlock with one key. He knows Alice wants to send him a message, so he mails the open padlock to Alice. Alice puts her information in a box, and locks it with the padlock and mails it to Bob. If Eve intercepts the box, she can’t open it, because only Bob has the key.

Ultimately, therefore Eve’s goal is to obtain a key that allows her to decrypt all of Alice and Bob’s conversations.

## How can Eve get the key?

Eve could try to obtain the necessary key by attacking in three ways:

1. Working out via a weakness in the cipher mechanism or the means by which the key was created;
2. Guessing (a *brute force attack*), by trying every possible key until the right one was found; or
3. Obtaining the key by methods such as social engineering or gaining physical access to Alice and Bob’s systems.

For security to be effective, all three of these attacks should be unfeasibly difficult for Eve.

Finding, exploiting and protecting against weaknesses in the cipher mechanism is a multi-billion-dollar industry and the subject of intense academic scrutiny. Neither Alice, Bob nor Eve are cryptographers or mathematicians, so they just have to rely on faith that those guys know what they’re doing and will tell them what they need to do.

Brute force attacks, or guessing the key from all the potential possibilities is also designed by the clever people above to be infeasible. The bigger the key, the more possibilities there are. However, the more powerful computers become the more keys they can try in a period of time. So over time the size of keys generally increases[[5]](#footnote-5).

The third type is usually the weakest point for Eve to attack. Hacking Bob or Alice’s computer or using social engineering techniques to obtain the key, for example: “Hi, I’m Eve. I’m your local security inspector, could I see your keys to make sure they’re suitably secure please?”; “Tell me the key or you’ll be prosecuted under the RIPA 2000 act”; or even “Give me the key, or the bunny gets it.”

Many kinds of attacks on Alice and Bob’s confidentiality are designed with the goal of Eve listening in *real time* to the conversation (as it happens). I.e. the effects of security are rendered entirely useless and it is as if no security was present at all.

However, in other cases, Eve doesn’t *need* to decode the conversation in real time. Eve may only desire that at some point in the future she can read what Alice and Bob talked about; maybe months or years after the actual conversation happened.

Therefore, rather than trying to decrypt the conversation is real-time as it flows past her, Eve instead records every aspect of Alice and Bob’s encrypted conversations, stores them for safe-keeping and working on her attacks in the hope that one day, she’ll get the key and find out what Alice and Bob have been saying about her!

## How TLS Delivers Confidentiality

In order to understand what Forward Secrecy is doing and how it’s doing it, we need to understand how TLS works at a basic level.

TLS provides both authentication and confidentiality for conversations. Usually, the client (Alice) authenticates the server (Bob), so that she’s confident that it’s really Bob who’s talking to her. TLS supports client authentication, but it’s rarely used, instead relying on usernames and passwords. For example: you know you’re using Amazon on your browser because TLS authenticates Amazon. However, you then authenticate yourself to Amazon by logging in with a username and password. This second stage is not part of TLS.

So, Alice and Bob have two goals for their conversation:

1. Alice needs to be sure it’s Bob she’s talking to.
2. Alice and Bob need to agree how to encrypt messages that flow between them.

TLS does not prescribe *exactly* how Alice and Bob achieve this. TLS just states the kinds of messages that Alice and Bob must exchange to achieve this and allows them to “negotiate” a mutually agreed way to do so.

TLS negotiates, amongst other things, how Alice and Bob will:

1. Authenticate each other.
2. Exchange a key to encrypt all the messages with.

The negotiation is very simple: Alice tells Bob all the different combinations of algorithms she supports, in order of preference, and Bob responds with which one he’s going to use. Bob may or may not take in to account Alice’s order of preference. If Alice is unhappy with Bob’s choice, she can terminate the conversation before it starts. If Bob isn’t happy with the list that Alice offers, he can also terminate the conversation before it starts.

Rather than letting servers and clients arbitrarily mix and match algorithms and their configuration, TLS defines a set of 37 cipher suites (T. Dierks, 2014) which describe combinations of algorithms and basic configuration of those algorithms to use to meet different security requirements for conversations.

## Certificates and Keys in Common TLS Cipher Suites

TLS uses certificates to perform authentication. A certificate is simply some information about a *subject* (E.g. Bob) a public key and some other stuff, all of which are signed by a *certificate authority* that is trusted by both Bob and Alice.

When Alice receives the certificate from Bob, she checks the certificate and decides whether she trusts it.

Trust comes from a *certificate* *authority* that both Alice and Bob trust before they start their conversation. Bob’s certificate was issued by the certificate authority when they were satisfied that it really was Bob that was asking for one. Certificate Authorities take time and charge for issuing certificates, so Bob can’t have a new certificate for every conversation. Once issued, certificates typically last for months or years. So, the public key contained in the certificate, along with its corresponding private key, be thought of as static.

This is the root of the problem of forward secrecy: if Alice and Bob rely on Bob’s private key to protect all their conversations, then if Eve manages to obtain Bob’s private key at any point in future, she has access to *all* the recorded conversations between Alice and Bob.

## Forward Secrecy in TLS

Forward secrecy limits the damage of a private key exposure by demanding that:

1. The transmission of the pre-master secret is protected by a different asymmetric key pair for each session.
2. That asymmetric key pair is unpredictable.

The second property, making a key unpredictable, is not easy. But fortunately some very clever people have designed some cryptographically secure pseudorandom random number generators[[6]](#footnote-6) (CSPRNGs). How these algorithms work is out of scope here; so Alice and Bob just have to have faith that those clever academic and professional cryptographers and mathematicians know what they’re talking about. The asymmetric key pair is then generated using random numbers.

Forward secrecy is therefore very simple and straightforward: instead of using Bob’s private key to encrypt handshake data, Bob creates a new public/private key pair for *every conversation* and sends Alice the public key to use to encrypt handshake information, such as a pre-master and master secret.

This is an *ephemeral* key pair and has two properties:

1. It is never persisted outside volatile RAM.
2. It is discarded as soon as the handshake is completed.

This means that Eve has not only an incredibly difficult job to obtain the private key, but even if she did manage to obtain a private key, it will only work for a single session (conversation) between Alice and Bob.

# Forward Secrecy in Java

Now we’ve seen the theory and know what needs to happen, we will now look at how we can do this for real using JSSE in Java 8.

## Cipher Suites

Java(TM) SE Runtime Environment (build 1.8.0\_60-b27) ships with the Sun (Oracle) cryptographic provider. Cryptographic providers are implementations of various aspects of security-related code, or “Engine” classes. These engines implement different ciphers, message digests, key exchange algorithms, and so on (Oracle, 2015).

Sitting on top of these providers is the Java Secure Sockets Extensions (JSSE). These provide an API for implementing the TLS (and SSL) protocols in applications.

JSSE uses the available cryptographic providers to identify a set of cipher suites that can be used to implement TLS. Cipher suites are identified by long string names, which consist of the different component pluggable parts of the TLS protocol:

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| Term | Description | Examples |
| Protocol | The protocol that will be implemented. Note that the version is not included. | SSL, TLS. |
| Key Exchange | How a symmetric key is agreed upon and exchanged between Alice and Bob. | DH, DHE, ECDH, ECDHE, RSA, KRB5. |
| Authentication | How the two parties having a conversation authenticate each other. | DSS, ECDSA, RSA, NULL. |
| Bulk Encryption | What algorithm is used to protect the main body of the conversation. Our secret key is used by this algorithm to encrypt the messages between Alice and Bob. | 3DES\_EDE\_CBC, RC4\_128, AES\_128\_CBC, NULL. |
| Message Authentication | How parts of the main body of the conversation are signed to prevent undetected tampering. | MD5, SHA, SHA256. |

Forward secrecy is controlled by the “Key Exchange” algorithm used:

|  |  |  |
| --- | --- | --- |
| Key Exchange Algorithm | Acronym Expansion | Provides Forward Secrecy? |
| DH | Diffie-Hellman | No |
| DHE | Diffie-Hellman **Ephemeral** | Yes |
| ECDH | Elliptic Curve Diffie-Hellman | No |
| ECDHE | Elliptic Curve Diffie-Hellman **Ephemeral** | Yes |
| RSA | Rivest, Shamir and Adleman | No |
| KRB5 | Kerberos | No |

## Java Secure Sockets

JSSE (more or less) allows you to take an existing program that communicates using the Socket and ServerSocket classes and wrap the TLS protocol around it. This allows you to take a program that was once communicating in plaintext, and convert it to use TLS without modifying the original code.

ServerSocket and Socket instances are created by ServerSocketFactory and SocketFactory instances. The concrete implementations of these abstract classes create plain sockets, but JSSE provides SSLServerSocketFactory and SSLSocketFactory classes to use TLS.

## Demo Application

A demonstration application is available for readers to review and experiment with the Java JCA and JSSE features.

The application consists of a simple server and client application: TimeServer and TimeClient. TimeServer opens up a listening socket and waits for TimeClient to connect to it. TimeServer sends the current date and time back to TimeClient as a string, closes the socket and terminates. TimeClient prints out the received string and terminates.

Neither server nor client have any dependency on JSSE, so both can be run either using “plain” sockets or using TLS.

A set of command line programs are available that perform various different functions.

The code for the application is available on GitHub to download.

To build and run the code, you’ll need:

1. Java 1.8, build 1.8.0\_60-b27 or compatible.
2. Apache Maven 3.3.3 or compatible.

### Code Organisation

|  |  |
| --- | --- |
| Package | Contents |
| com.worldpay.fsdemoapp | Classes that deal with the JCA and JSSE to configure TLS. |
| com.worldpay.fsdemoapp.businesslogic | The sample server and client program that are ignorant of TLS. |
| com.worldpay.fsdemoapp.programs | Various command line programs that demonstrate different scenarios. |

# Word Limit

300 words in 2 minutes mean max. 2000 words.

# Appendices

## Confusion

Several resources (Pillai, 2013) (Bernat, 2011) that I read during the creation of this document confuse two concepts:

1. That Diffie-Hellman Key exchange can be done in the clear.
2. DH does *not* automatically provide forward secrecy, nor is it requiredfor forward secret.

## Diffie-Hellman Key Exchange

The Diffie-Hellman algorithm for key exchange (Hellman, 1976) dates back to 1976, and provides a way for Alice and Bob to establish a shared, secret key without ever revealing the key in a way that Eve could work it out.

The importance of this breakthrough in cryptography can be appreciated better if you consider a human equivalent example: imagine Alice meets Bob in a coffee shop, they’ve never met before. Alice and Bob sit opposite each other, across a small table, talking in loud voices[[7]](#footnote-7). However, before Alice and Bob even entered the coffee shop, Eve was already in there, listening to conversations going on around her. She sees Alice and Bob enter and sit within her earshot. How on earth could Alice and Bob, who have never communicated before, possibly agree a way to encrypt a conversation between them such that Eve *cannot* eaves-drop on the later conversation, without resorting to non-verbal communication?

This is the problem that Whitfield Diffie, Martin Hellman and Ralph Merkle[[8]](#footnote-8) solved[[9]](#footnote-9).

## Difference between RSA and DH

RSA is a cryptosystem that includes asymmetric encryption and digital signature algorithms. DH is an algorithm for key exchange only, so they’re not directly comparable as a whole. However, asymmetric encryption can be considered very similar to key exchange. They both achieve the same thing, just through different means (i.e. that a shared key is established that can be used for symmetric encryption).

Just considering the asymmetric encryption part of RSA and key exchange part of DH as distinct because:

|  |  |
| --- | --- |
| RSA | Based on the difficulty of integer factorisation. |
| DH | Based on the discrete logarithm problem. |

Additionally, the DH algorithm is much faster for computers to generate the exchanged key than RSA. For this reason, it is more commonly used for ephemeral key generation.

Asymmetric encryption is computationally “hard”[[10]](#footnote-10). Therefore, the TLS protocol, wanting to be efficient, says that Alice and Bob will use asymmetric encryption to agree a symmetric key (known as a “shared key” or “master secret”) which is then used to encrypt the messages that flow between Alice and Bob.

And here’s the problem: if all of the shared keys are exchanged between Alice and Bob are protected by a same unchanging public key, then all Eve needs is that one private key to decrypt the messages containing the secret key, and achieve her goal of reading all the messages that Alice and Bob ever exchanged.

# Appending – Pre-Master Secrets, Master Secrets and Symmetric Keys.

Confusingly, each of the items in the heading above are different and none of them relate to the Bob’s public/private key pair. However, they are required for both integrity, interoperability and performance in TLS.

The most obvious question is: “Bob already has a public/private key pair, so why not use that?”. Because Eve has access to Bob’s public key, anything Bob encrypts with his private key, Eve can decrypt it with the public key. So whilst this works ok for Alice talking to Bob, it doesn’t work the other way around. You could get around this by Alice having her own certificate, but asymmetric key encryption is pretty CPU intensive, therefore slow to encrypt and decrypt messages. This might not be an issue for a single conversation, but for high-volume sites such as Amazon or Facebook, this is really important.

For brevity, we’ll short-circuit the discussion on exactly what pre-master and master secrets are and skip directly to the goal: Alice and Bob are trying to agree a symmetric key to encrypt and decrypt messages between themselves. The symmetric key must be protected from Eve finding it out. The pre-master secret and master secret are used to generate this key.

Note that changing the symmetric key (something that TLS does regularly) won’t help here, because every time a new key is agreed, it’s shared between Alice and Bob encrypted by the same private key.

This symmetric key is only used for the actual conversation between Alice and Bob, parts of the TLS *handshake*, which only occurs once per conversation, use the public/private key to encrypt communication from Alice to Bob.

So, our problem exists whilst the pre-master and master secrets and shared between Alice and Bob using a connection encrypted with Bob’s public key.

This is, unfortunately, how all the cipher suites in SSL/TLS worked before the need for forward secrecy was identified.

## RSA, Diffie-Hellman and Terminology

Before we go any further, the term “RSA” is often used to refer to the process authentication and key agreement process as a whole, as well as to refer to individual parts. Diffie-Hellman is only a key agreement algorithm.

*Key Agreement* is used as an equivalent term for *Key Exchange*. I prefer Key Agreement because *exchange* implies that the key is being sent (encrypted) from one party to another, where as key *agreement* does not imply this.

The detail of how DH works (see Appendix) make the difference apparent because, using DH, Bob and Alice can *agree* on a key but the key is never *exchanged* (sent) to Alice and Bob. I.e. DH key agreement can actually occur in plaintext and stillbe secure[[11]](#footnote-11).
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1. SSL (Secure Sockets Layer) was renamed to TLS (Transport Layer Security) in 1999 and is published as a set of RFCs. The name was changed for political reasons (some claim legal issues with Netscape), but TLS 1.0 can be thought of as SSL 3.1. Ref: http://tim.dierks.org/2014/05/security-standards-and-name-changes-in.html. [↑](#footnote-ref-1)
2. Alice, Bob and others have been ubiquitous for describing actors in secure systems since 1977 when Ron Rivest published information on the RSA (Rivest, Shamir and Adleman) cryptosystem using these names as examples. (R.L. Rivest, 1977) [↑](#footnote-ref-2)
3. Examples of widely used algorithms are DES (Data Encryption Standard), 3-DES (Triple DES), RC2, RC4, AES (Advanced Encryption Standard) and Blowfish. [↑](#footnote-ref-3)
4. Examples of widely used asymmetric key generation algorithms are RSA, DH and DSA. [↑](#footnote-ref-4)
5. We’re not going to discuss quantum computing which, if the theory is made in to reality, could undermine this assumption. We will refer to elliptic curves a bit later, which use shorter keys without compromising security. [↑](#footnote-ref-5)
6. Examples of widely used CSPRNGs are FIPS 186-2, NIST SP 800-90A. [↑](#footnote-ref-6)
7. Alice and Bob are Americans. [↑](#footnote-ref-7)
8. Diffie and Hellman wrote and published the 1976 paper describing the key exchange protocol. In 2002 Hellman suggested that as they had built so much on, and used pioneering work by Ralph Merkle’s, it was only right that he should be equally credited. [↑](#footnote-ref-8)
9. They weren’t the first, though. GCHQ researchers Ellis, Cocks and Williamson discovered the technique in 1975. However, their work was held as secret until 1997 until the classification expired. For this, they were presented with the 100th IEEE Milestone award. <http://theinstitute.ieee.org/technology-focus/technology-history/cryptography-breakthrough-is-100th-milestone624>. [↑](#footnote-ref-9)
10. This is due to the mathematical complexity of the algorithms as well as the key lengths typically used. Use a really long asymmetric key to encrypt the message containing the shorter symmetric key and you get the best of both worlds. [↑](#footnote-ref-10)
11. The author considers this to be one of the most awesome things ever. [↑](#footnote-ref-11)